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M #348

You are tasked with designing a data pipeline that ingests JSON data from an external stage (AWS S3). The JSON files contain
records for various product types, each having a different set of attributes. Some product types might have attributes that are not
present in other types. You want to create a single Snowflake table that can accommodate all product types without defining a rigid
schema upfront and also be queryable efficiently. Which of the following approaches, combining external tables, schema evolution
and querying, would be MOST effective? (Choose two)

¢ A Create a single external table with a VARIANT colunn to store the entire JSON record for each product. Use
LATERAL FLATTEN to extract specific attributes during querying,

¢ B. Create a single external table witha VARIANT column and use the "VALIDATE function to identify and handle scherma
inconsistencies during data loading.

e C. Create a separate external table for each product type, defining the schema for each table based on the attributes present
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in the corresponding JSON files.

¢ D. Create a stored procedure that dynamically infers the schema from the JSON files and creates a new Snowflake table
based on the inferred schema.

¢ E. Load all the data into a raw Snowflake internal table. Use dynamic SQL to infer distinct product types and create views on
top of the raw table for each product type.

Eﬁ: A\ B

A -

Options B and D provide the most effective solution for handling diverse JSON data with scherma evolution and efficient querying.
Option B allows for storing the entire JSON record ina VARIANT column, enabling flexibility in accommodating varying product
attributes. LATERAL FLATTEN allows extracting specific attributes needed during querying, Option D further enhances this by
using the VALIDATE function (part of COPY INTO when loading into a table using COPY INTO FROM (@stage), even though in
this case we are using an external table, to identify schema inconsistencies and handle them appropriately. Option A is not scalable,
Option C requires a lot of code and is difficult to maintain and option E, requires too much SQL to execute, making it expensive.

B #349

You have a Snowpark Python application that performs complex calculations on a large dataset stored in Snowflake. The
application is currently running slowly. After profiling, you've identified that the UDFs you're using are the bottleneck. These UDFs
perform custom data transformations using a third-party Python library which has a significant initialization overhead. Which of the
following strategies would be MOST effective to optimize performance, mnimizing both runtime and resource consumption?

e A Implement UDF caching at the Snowflake level by setting the "VOLATILE property to 'IMMUTABLE or 'STABLE (if
appropriate), and leverage the Snowflake query result cache.

¢ B. Increase the size of the Snowflake warehouse being used for the Snowpark workload. This will provide more CPU and
IMeMOTy TeSOurces.

e C. Convert the Snowpark Python application to a Snowpark Java application as Java generally offers better performance
than Python.

e D. Use Snowpark's 'pandas_udfwith 'vectorized=True' and pre-initialize the third-party library within the UDF's execution
context using a closure or similar technique for reuse across batches.

¢ E. Rewrite the UDFs in SQL using Snowflake's built-in functions to avoid the overhead of Python execution. Ifthe library's
functions aren't available, consider creating external functions using a cloud provider's serverless compute service.

IEf#: D
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Option C is the most effective. 'pandas_udfwith 'vectorized=True' allows processing data in batches using pandas DataFrames,
significantly reducing the overhead of invoking the UDF for each row. Pre-initializing the library within the UDF's closure avoids
repeated initialization. Increasing warehouse size (A) might help but is not as targeted. UDF caching (B) only helps if the inputs are
identical and doesn't address the nitialization overhead. Rewriting in SQL (D) might not be feasible if the third-party library is
essential. Converting to Java (E) could help, but optimizing the Python code first is generally a better starting point.

H R #350

You are tasked with creating a JavaScript stored procedure in Snowflake to performa complex data masking operation on sensitive
data within a table. The masking logic involves applying different masking rules based on the data type and the column name. Which
approach would be the MOST secure and maintainable for storing and managing these masking rules? Assume performance is not
your primary concern but code reuse and maintainability is the most important thing,

e A. Using external stages and pulling the masking rules from a configuration file during stored procedure execution.

e B. Defining the masking rules as JSON objects within the stored procedure code.

e (. Storing masking logic in Javascript UDFs and calling these UDFs dynamically within the stored procedure based on
column names and datatype

e D. Storing the masking rules in a separate Snowflake table and querying them within the stored procedure.

e E. Hardcoding the masking rules directly within the JavaScript stored procedure.

EfE: C. D
fiR e«

Options B and E are the most secure and maintainable. Storing the masking rules in a separate Snowflake table allows for easy



modification and version control without altering the stored procedure code. Javascript UDFs make the logic reusable, mamntainable
and dynamic. Hardcoding the rules (A) makes maintenance difficult. JSON objects within code (C) are an improvement but are still
embedded within the code. Using external stages (D) introduces dependencies and potential security risks if not managed carefully.

P #351

You are tasked with loading a large CSV file (1 T B) into Snowflake. The file contains data for the past 5 years, partitioned by year
in the filename (e.g., 'data 2019.csv', 'data 2020.csV, etc.). You need to minimize data loading time and ensure data quality. You
have a Snowflake virtual warehouse "XSMALL' and a stage 'my_stage'. Which of the following strategies would be MOST
effective?

¢ A Increase the virtual warehouse size to '"LARGE, use a single 'COPY command to load all files with the ERROR =
CONTINUE option. Implement data quality checks post-load using SQL queries.

¢ B. Load each file individually using a separate 'COPY' command with 'VALIDATION MODE = RETURN ERRORS to
check for data quality issues before loading the next file. Use the "XSMALL' warehouse for all loads.

¢ C. Increase the virtual warehouse size to 'LARGE, use a single 'COPY command to load all files with the ERROR = ABORT
STATEMENT option. Create a file format with "SKIP HEADER = 1' and "TRIM SPACE = TRUE.

e D. Use Snowpipe with auto-ingest enabled. Ensure your cloud storage event notifications are properly configured. Create a
file format with 'SKIP HEADER = 1' and "TRIM SPACE = TRUE Leave the warchouse as 'XSMALL' to control costs.

¢ E. Create multiple named file formats each with a unique 'SKIP HEADER value matching the number of header rows in each
file. Load using a single 'COPY' command referencing each file format specifically.

Ef: A

A -

Option B 1s the most effective. Increasing the warehouse size to 'LARGE allows for parallel processing and faster loading. ERROR
= CONTINUE ensures that the load process doesn't halt on minor errors, and post-load data quality checks are more efficient. A
allows validation during load which slows down the process significantly. C will halt the entire process upon encountering an error. D
is not suitable because it will be throttled by the XSMALL warehouse, which is not good for nitial data loading. E isn't realistic as
files should have a standard headen

H R #352

You are tasked with building a data pipeline using Snowpark to process sensor data from IoT devices. The data arrives in near real-
time as JSON payloads, and you need to transform and load it nto a Snowflake table named 'SENSOR DATA'. The
transformation logic nvolves extracting specific fields, converting data types, and filtering out records based on a timestamp.
Consider performance optimization for large data volumes. Which of the following approaches, in combination, would be MOST
efficient for this scenario?

¢ A. Employing Snowpipe to ingest the raw JSON data into a VARIANT column in a staging table, followed by a Snowpark
DataFrame operation using 'functions.get' to extract and transform the data, and finally loading into 'SENSOR DATA'

¢ B. Creating an external table pointing to the JSON data in cloud storage and using Snowpark DataFrames to read the
external table, apply transformations, and load the result into 'SENSOR DATA'.

e C. Using a Snowpark Python UDF to parse JSON and perform transformations, loading the result into a temporary table,
and then merging into 'SENSOR DATA'".

e D. Using a stored procedure written in Java to parse the JSON data and insert directly into the "SENSOR DATA' table.

e E. Leveraging Snowflake's native JSON parsing functions within a SQL transformation step implemented as a Snowpark
DataFrame operation, combined with a Snowpipe for initial data ingestion into a staging table.

IEf@#: A\ E

AR :

Options B and E, used in combination, offer the best performance. Snowpipe provides efficient near real-time ingestion into a
VARIANT column. Then, using Snowpark DataFrames with Snowflake's native JSON parsing functions like 'fimctions. get' and
"finctions.to_timestamp' allows for vectorized operations within Snowflake's engine, minimizing data movement and maximizing
processing speed. This combination avoids the overhead of UDFs (Option A) or external tables (Option C), and leverages the
strengths of both Snowpipe and Snowpark. A Java stored procedure (Option D) would likely be less performant than leveraging
Snowpark's DataFrame APL
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